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Investigating Radio Frequency Vulnerabilities in IoT

Abstract

In this thesis, a HackRF One software defined radio was used to capture radio frequency (RF) signals from a
number of IoT devices. The devices were used in two different environments; the Cardiff University COMSC
IoT Lab and a home network which has been configured for these experiments, this includes a secured and
non-secured access point. The non-secured access point ensured the communication is not encrypted at
layer 2 for additional analysis. A custom made Faraday cage was also used to reduce background noise in
the signals. The IoT devices which were used include two Amazon Echo Dots (2nd Generation) running
different firmware versions, a TP-Link HS100 WiFi Smart Plug and a Withings Bluetooth Blood Pressure
Monitor. RF signals were captured during normal typical usage of each device and while carrying out some
common attacks against them. These attacks include port scanning, deauthentication, denial of service,
radio frequency replay attacks, jamming and using various functions within an IoT toolkit developed for
exploiting TP-Link devices.

The RF signals were captured to observe the signals of typical usage of a device and analyse them for
any patterns or consistency, giving an indication on whether the devices can be fingerprinted based on RF
behaviour and potentially identify them in other captures. The RF signals captured during attacks were
analysed to determine if there are signs of the attacks taking place and whether it seems possible to detect
attacks based on RF signals. The RF based replay attack involved replaying typical usage to or from the
devices to repeat an action or transmitted data. A replay of DoS and deauthentication attacks were also
conducted in an attempt to do these attacks again without using the hack tools. A small python script was
also created to pull out the raw values out of the RF captures for analysis. The RF Signals were captured
by using GNU Radio Companion and analysed using Universal Radio Hacker and the custom python script.
Some not but all of the attacks carried out were successful, and evidence of the attacks taking place was very
evident within the captured RF signals. There were also some similarities in the data during normal usage,
however in the Bluetooth captures it was not possible to determine whether the patterns are meaningful due
to issues capturing all of the data.
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Chapter 1

Introduction

With the significant increase of homes and organisations adopting IoT devices into their ecosystem to simplify
and automate every day tasks it also introduces a security complexities, which, in result increases their
exposure and attack surface to a wide range of cyber attacks. IoT devices can be one of the weakest links in
any infrastructure, making them a good target for cyber attacks. There appears to be some lack of coverage
with IoT devices when it comes to protection and detection against these attacks, it can also be very difficult
to detect or prevent attacks which occur at the radio frequency layer. This will also boost motive to use radio
frequency based attacks or any attacks which can be difficult to detect with a typical intrusion detection
system (which are either heuristic or signature based).

This project will focus on analysing radio frequency vulnerabilities within a number of popular IoT
devices and explore the possibility of detecting or preventing these attacks. These devices can operating
over WiFi and Bluetooth will be tested against a variety of common attacks while recording radio frequency
signals in real-time for analysis. The radio signals will be analysed for any signs of patterns or repetition
which may indicate poor security, they will also be analysed to observe any obvious change which could
indicate abnormal activity. Identifying anomalies or unexpected behaviour within RF activity and being
able to identify attacks in the RF signals could improve attack detection and fill the gap in the IoT security
field.

The issue with this is that radio frequency signals can be unpredictable due to the variety of background
noise or radiation from other equipment, the range of communication modulation types, wireless security
protocols and encryption. Environments where there are a large number of devices and equipment may prove
difficulty in detecting sudden abnormal activity and could result in a lot of false positives, however in some
environments this may not be the case. IoT devices do not necessarily have to involve the internet, they
can often be used in environments where there is very little equipment or technology in surrounding areas,
including remote locations such as remote villages or forests, meaning there is a higher likelihood an attack
could be detected compared to typical consistent usage.

This report will begin by looking at some background research in chapter 2, covering IoT in general, cyber
attacks targeting IoT, research on RF attacks and RF signal analysis and finally any existing approaches to
fingerprinting or identification through signal data. The methodology in chapter 3 will begin by outlining
the project environment setup including the network topology and each piece of hardware and software that
will be used throughout the project. The methodology will then cover how the devices will be used, how
the data will be captured and what attacks will be conducted against each device. The attacks will include
typical attacks over the network and RF specific attacks. The results in chapter 4 will then start off by
comparing normal RF signal activity on both networks, followed by analysis of the RF signal captures of
devices usage and whether there are any similarities/consistency in repeated captures. After that, the attack
results will include the results from the attacks themselves (any indicators of success or compromise) along
with the analysis of the captured radio signals during the attacks. This will look at whether attacks can be
detected within the radio signal captures compared to typical usage. This will be followed by opportunities
of future work in chapter 5 and what could be possible based on the results gathered. The overall conclusion
of the project will be in chapter 6 and my personal reflection in chapter 7.
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Chapter 2

Background

There are a wide range of IoT/smart devices out there which are used at home, in business industries
and healthcare. According to intel [1], most IoT devices reside within businesses and health care due to
the functionality they bring to the business such as tracking inventory, monitoring, managing machines or
appliances and helping to improve efficiency. Some IoT devices are also used in an effort to improve security
such as smart locks for easy managed access control, biometrics and facial recognition locks and remote
sensors.

There are a large number of IoT devices out in the open world which could be open to attack, with so
many devices being available they often become the target of botnet attacks, which are then used to target
other services and conduct attacks such as distributed denial of service attacks as outlined here [2]. Due to
the fact that businesses rely on these devices so much it is important to ensure they continue to operate as
intended, businesses can be highly affected if their IoT devices become infected or become victim of Dos or
DDos attacks. Due to the hardware and software limitations, these devices can often be vulnerable to DoS
attacks and deauthentication.

There are also a number of techniques used to exploit functionality of smart devices, such as creating
malicious apps and skills for the Amazon Alexa devices outlined in this article [3]. This article explains how
malicious applications or skills which can be installed on the amazon echo take advantage of how words can
sound similar, meaning users can accidentally trigger the malicious app instead of a legitimate one. This
can include triggering banking apps which will redirect users to a phishing site to steal credentials.

There are a number of RF based attacks which have already been used to attack devices by using a
software defined radio such as a HackRF. These attacks have targeted devices such as drones and vehicles as
mentioned in [4] and [5]. Replay attacks can sometimes be conducted to gain access to vehicles by replaying
key signals to the vehicle. Amplification attacks can also be used against key-less entry vehicles to gain entry
and start the vehicles. A number of attacks have also been done against basic devices such as alarm systems,
door bells and motion senors as shown here [6]. There is not much material covering devices operating
on high frequencies including Bluetooth and WiFi, possibly due to the security protocols that have been
implemented and the amount of data that gets transmitted at those frequencies.

9



Chapter 3

Methodology

3.1 IoT Devices

3.1.1 Amazon Echo Dot 2nd Gen

The first device included in this project is the Amazon Echo Dot 2nd generation. There are in fact two
of these devices available to me running 2 different versions of firmware. This will also be useful to test
how consistent the communications are between the two devices or compare how different the devices are at
the RF layer. The Amazon Echo Dot is a smart speaker with Amazon Alexa, a virtual assistant which is
controlled by voice commands. The smart speaker can be linked with various other applications and services
to be controlled remotely including music services, online stores, news sources and much more. The Echo
Dot can also control other IoT devices including but not limited to smart plugs and smart light bulbs. The
first Echo Dot is my own which will be used at home. The technical specification is in table 3.1. This
information was gathered from the device itself and from the FCC technical sheet [7]. The second Echo Dot
device is from the university’s COMSC IoT Lab and the technical specification is the same as above apart
from the MAC Address and firmware version. See table 3.2 for more details.

3.1.2 TP-Link HS100 UK WiFi Wall Plug

The TP-Link HS100 is a smart plus adaptor which is used to control any electrical appliance via the user’s
smartphone. The adaptor plugs into the socket like normal while the electrical device plugs into the smart
plug, the plug is then connected to the WiFi network and controlled by the TP-Link Kasa app on iOS or
Android. According to the product page [8], the plug can also be controlled by other smart devices and
services including as Amazon Alexa and Google Assistant. The technical information in 3.3 was gathered from
the device itself (printed on the label or by using the SI6 Networks IoT toolkit to carry out reconnaissance),
and from the FCC documentation found here [9].

3.1.3 Withings Bluetooth Blood Pressure Monitor

The Withings Blood Pressure Monitor is a simple smart device controlled by the Withings Health Mate app
[10]. This is designed for users to record their blood pressure and keep track of their health data. The device
syncs with the user’s smartphone over Bluetooth or via the USB port on the device. The information gathered
from this product was from the device’s product page at Withings [11], from the app communicating directly
to the device and the FCC documentation for the device itself [12] along with the FCC documentation BLE
Antenna used within the device [13]. The detailed specification is in table 3.4

10
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Model Echo Dot Gen 2

Firmware Version 628568520

FCC ID 2AHSE-2045

Wireless Features WiFi and Bluetooth

Operating Frequencies

2.402-2.48 GHz (Bluetooth)

2.412-2.462 GHz (WiFi)

5.18-5.24 GHz (WiFi)

5.745-5.825 GHz (WiFi)

WiFi Modulation Type OFDM (B-PSK / Q-PSK / 16QAM / 64QAM) (WiFi)

MAC Address 4C:EF:C0:03:79:58

Table 3.1: Amazon Echo Dot Specification (Home)

Model Echo Dot Gen 2

Firmware Version 613507720

FCC ID 2AHSE-2045

Wireless Features WiFi and Bluetooth

Operating Frequencies

2.402-2.48 GHz (Bluetooth)

2.412-2.462 GHz (WiFi)

5.18-5.24 GHz (WiFi)

5.745-5.825 GHz (WiFi)

Modulation Type OFDM (B-PSK / Q-PSK / 16QAM / 64QAM) (WiFi)

MAC Address 40:B4:CD:D5:AA:D5

Table 3.2: Amazon Echo Dot Specification (COMSC IoT Lab)

Model HS100

Firmware Version 1.2.5 Build 171213 Rel.101014

FCC ID TE7HS100

Wireless Features WiFi only

Operating Frequencies test

Modulation Type OFDM (WiFi)

MAC Address 50:C7:BF:66:99:2E

Table 3.3: TP-Link HS100 Smart Plug Specification

CHAPTER 3. METHODOLOGY 11
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Model BP-801

Firmware Version Unknown

FCC ID XNAWPM02

Wireless Features Bluetooth only

Operating Frequencies 2402MHz - 2480MHz

Antenna Rated Frequency 2400MHz - 2483MHz

Modulation Type GFSK

MAC Address 40:B4:CD:D5:AA:D5

Table 3.4: Withings Blood Pressure Monitor Specification

Figure 3.1: Lab network diagram

3.2 Environment Setup

3.2.1 Network

Lab Network

The experiments will be conducted in two different environments, the first environment will be within the
COMSC IoT Lab where there is a test-bed of devices connected to an isolated network. The reason for this is
that there are a range of devices connected to the network which can be tested, although the main focus will
be on the devices mentioned above. The environment is also more realistic and true to a business environment
as there are a lot of devices including end user devices, wireless access points for the university WiFi and
appliances which may cause a lot of RF noise around the 2.4Ghz band. This meant that experiments can be
conducted to see the changes in the RF signals and determine whether attacks can be easily detected within
a high noise environment. The diagram for the network can be seen in figure 3.1

Home Network

For majority of the experiments and testing a low noise environment would be preferred, it would also be
more beneficial to attempt some of the attacks with less noise and data in the RF signal captures. For this,
an isolated virtual LAN network (VLAN) was created at home with a separate access point using an old
router. This meant that the test devices can be connected to their own virtual network and attacks can be
carried out without affecting the rest of the network. This also provided more control over the access point
configuration including specifying exactly what channel and security the WiFi access point operates on to
make the investigations easier. The network topology can be seen in figure 3.2.

The network monitor utility built into macOS was used to monitor the channels of WiFi access points
in the area to determine what channel would be best to reduce interference and noise. Channel 6 was used

CHAPTER 3. METHODOLOGY 12
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Figure 3.2: Home network diagram

Figure 3.3: Home network channel

for the home IoT access point and the 2.4GHz WiFi on my main home router was disabled to reduce noise,
leaving the 5GHz channel free for home devices which would not interfere with the experiments. The channel
bandwidth was configured to use 20Mhz on 802.11n only as shown in figure 3.3 to ensure the HackRF can
capture all the data.

The secure access point will be using WPA-2 Personal PSK security which uses AES encryption with
a key length of 128 bits to encrypt the communication, meaning in theory the communication be different
each time as although the key is the same, the IP header information within the packets are likely to be
different each time due to various fields including the identification field, time to live (TTL), checksum and
padding. This means that after encryption, the traffic will likely look very different from layer 3 onward
regardless of the same commands being repeated. The one issue with this level of security is that the source
and destination MAC Addresses can still be observed. With all this in mind, the RF signals may still show
consistent patterns depending on the amount of traffic.

Throughout the project, the WiFi security may be removed in order to monitor the unencrypted traffic.
Broadcasting an open WiFi access point with internet access from is not secure, therefore internet filters and
a MAC address whitelist will be setup to ensure only authorised test devices have access to the network and
any unknown devices will not be able to connect. The MAC addresses are unique to each device and can be
specified in the access point configuration as shown in figure 3.4. The virtual machines on the laptop will
also have the same MAC Address only when using the shared network adaptor (using the built-in WiFi).
However a separate USB WiFI adaptor will be used for some of the experiments, meaning in some instances
the virtual machine will show up as a different MAC address.

3.2.2 Hardware

Laptop (Macbook Pro 2017)

The laptop being used during the project is an Apple Macbook Pro 2017, due to limited ports on the laptop,
USB to USB-C adaptors will be used for connecting peripherals when needed. The laptop is running MacOS
Mojave and virtual machines will be used to carry out attacks and record the data which will be explained

CHAPTER 3. METHODOLOGY 13
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Figure 3.4: MAC Address Whitelist

below. VMware Fusion 11 will be used to virtualise Kali Linux and Parrot OS which will be explained in the
software section below. The Macbook laptop has 16GB of memory (RAM) which will be useful for running
the virtual machines analysing the captured RF signals, as the file sizes at a 20MHz sample rate can be large
and loading them in software may require extensive memory.

HackRF and ANT500

The HackRF is a software defined radio by Great Scott Gadgets which can be used to receive and transmit
radio signals from 1 MHz to 6 GHz[14]. This device is the key piece of hardware for the project as it will
be used to capture and send packets to and from the IoT devices. The HackRF supports up to a 20MHz
Sample rate which is enough for capturing a single 2.4Ghz WiFi channel, however Bluetooth may vary. The
antenna if officially rated for up to 1100Mhz (1.1Ghz) however the HackRF and antenna will be close to the
devices therefore shouldn’t be an issue, although there may still be the possibility of losing data during the
transmissions and captures. This factor will be taken into consideration when analysing the results.

iPhone 7 (iOS 12.2)

An Apple iPhone 7 running iOS 12.2 will be used to run the apps to control the IoT Devices. It also has the
ability to disable either WiFi or Bluetooth separately when needed to avoid additional noise and interference
at close range.

Samsung J3 (Android 5.1.1)

This android phone will be used to load an older version of the apps if needed. The apps will be downloaded
from apkmirror [15] as an .apk file and loaded onto the phone.

ALFA USB 2.4GHz WiFi adaptor

Due to using virtual machines to carry out attacks, a separate USB WiFi adaptor will be needed which
can be assigned strictly to the virtual machine to carry out WiFi reconnaissance and attacks. This ALFA
Networks USB WiFi adaptor was chosen as it uses the Atheros AR9002U chipset [16] which is supported by
Kali Linux and Parrot OS straight out of the box. This WiFi adaptor also supports monitoring mode and
packet injection which is necessary for some of the experiments.

Homemade DIY Faraday Cage

In order to block some of the background RF signals and noise it was necessary to make a quick and easy
DIY Faraday cage. This was made out of a cardboard box and several layers of foil. The idea is to put
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Figure 3.5: DIY Faraday cage

a device and the HackRF ANT500 antenna inside the box which should shield them from the rest of the
background noise or at least reduce the signal strength of the noise recorded by the HackRF. The box can
be seen in figure 3.5. The hole for the HackRF antenna can be seen, the hole is small enough for the antenna
to fit tightly to reduce the chance of signals getting in.

3.2.3 Software

Amazon Alexa iOS App

In order to use the Amazon Echo Dot device, the Amazon Alexa iOS app was installed to set up the device
and connect it to the network. At the start of the experiment the app version which was installed was
recorded to be 2.2.265941.0. This app will only be used to setup the device and check the firmware version,
the commands given to the Echo Dot will only be done via voice commands directly to the device.

Kasa iOS App

Kasa is the app developed by TP-Link for connecting and managing TP-Link smart devices on the network
[17]. This app will be used to connect to the TP-Link smart plug to set it up on each network and send
commands to it locally. The app and plug will not be connected to the internet and will be used as a local
only device. The iOS app version I have installed is 2.11.

Withings Health Mate iOS App

The Withings Health Mate App is a fitness, activity and health tracking app [10]. This will be used only
to connect to the Withings Bluetooth blood pressure monitor and take readings. For ethical and privacy
reasons, the information used to setup the application will be a test persona and not real personal information
(such as name and email address). The device and app will only be used on myself to test the device and
monitor the Bluetooth RF signals.

VMWare Fusion 11

VMWare Fusion 11 is a hypervisor built to run virtual machines on macOS [18]. This will be used to run the
Kali Linux virtual machine which is explained below. Fusion also supports forwarding USB devices which
is necessary for assigning the hackrf and USB WiFi adaptor to the virtual machine. It also supports shared
folders therefore a folder will be ’mounted’ within the virtual machine which is stored on the host laptop
drive. This will be more efficient instead of storing the project files inside the virtual hard drive created by
the virtual machine and copying them to the host. This shared folder setup can be seen in figure 3.6 and
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is setup with read and write permissions. This will make it easier for accessing the files to analyse using
software installed on the host macOS system instead of using the virtual machine.

Figure 3.6: “project vm files” folder shared and accessible within the VM

Kali Linux (2018.4 VM amd64)

Kali Linux is a debian based linux operating system which is maintained and funded by Offensive Security
[19]. This operating system is designed for security professionals for auditing, penetration testing and
forensics. A custom VMWare virtual machine image will be used which was downloaded from the Offensive
Security website [20], specifically version 2018.4 at the time of downloading. There are a range of security
tools, drivers and device support included (including the HackRF), which makes this ideal for my experiments.
In some instances additional applications may be installed. All the applications that will be used are
mentioned further below.

Nmap

Nmap is a network mapping/discovery tool which is used to scan for devices on the network and check for
open ports on available devices. This tool can also attempt to detect the device’s operating system and what
services it supports [21]. This tool is an popular reconnaissance tool used by attackers and can generate a
lot of network traffic.

Aircrack-ng Suite

Aircrack-ng is a set of tools used to assess WiFi network security [22]. This suite is included within Kali Linux
and will be used for monitoring the WiFi networks and experimenting with some attacks. This tool will be
used with the ALFA USB WiFi adaptor mentioned previously, this will allow me to use the airmon-ng and
airodump-ng tools to set the adaptor to monitor mode and monitor WiFi devices in the area. The airplay-ng
tool will then be used to send traffic to the devices and carry out attacks.

L2ping

L2ping is a command line tool which can be used in a similar way to the standard ping command, it can
discover and check whether a specific Bluetooth device is reachable. It is used to send L2CAP packets to
the Bluetooth devices via their MAC address [23]. This L2Pping tool can be used to send a large number
of packets to a Bluetooth device to flood it, which may result in communication disruption, the device
disconnecting, the device crashing or the device shutting down. This is also known as a “denial of service”
(DoS) attack.
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HackRF command-line Tools

As part of the HackRF package, there are a variety of command line tools available to use, these tools are
also already available in Kali Linux. Firstly, the hackrf info tool is used to verify the HackRF device that
is plugged in, it will also display all the relevant information about the HackRf including hardware version,
firmware version and software version. This tool is used to verify it is up to date, plugged in and ready to
use. Secondly, there is a hackrf transfer tool which is used to send and receive data. Optional parameters
can be set to change the sample rate, gain and input/output file information.

GNU Radio

GNU Radio is an open-source toolkit which is used to implement software radios [24]. GNU Radio can be
used with radio hardware (such as the HackRF) to create a software-defined radio solution. GNU Radio also
includes a GUI tool called GNU Radio Companion [25], this tool is used to create signal flow graphs using a
drag and drop interface and automatically generate the flow graph code. This will be used to communicate
with the HackRF hardware to capture, save and transmit RF signals to and from the IoT devices.

GQRX

As stated on the GQRX web page [26], “Gqrx is an open source software defined radio receiver (SDR) powered
by the GNU Radio and the Qt graphical toolkit”. This Software will be useful for monitoring frequencies
in real-time without saving to a file and displaying the data on a more detailed waterfall spectrum than the
one available in GNU Radio Companion. This tool is also particularly useful for observing and pin-pointing
the frequency in which data is transmitted.

Universal Radio Hacker (URH)

Universal Radio Hacker is a python based tool developed by Johannes Pohl which is used to investigate
unknown wireless protocols [27]. This tool can be used to directly communicate with a software defined radio
or simply used to load existing RF signal captures. This tool will be used to load the captured RF signals
from GNU Radio Companion and analyse them in more detail. This tool will display the captured signal in
a variety of formats (Analogue, Spectogram and Demodulate) and allow me to attempt to demodulate the
signals, exclude noise and decode the data. URH Supports ASK, FSK and PSK modulation types, the IoT
devices being tested use either PSK or FSK modulation. The tool will be useful as a visual representation
of the signals and check for patterns or any areas of consistency and any obvious changes during attacks.

SI6 Network’s IoT Toolkit

As described in this web page [28], The “SI6 Networks IoT toolkit is a set of IoT security assessment and
trouble-shooting tools”. As part of this toolkit, there are tools for specifically gathering information and
attacking TP-Link devices including the HS100 Smart Plug which will be tested. A presentation [29] created
by Fernando Gont, the developer of the toolkit, covers attacks against TP-Link devices using the toolkit.
The first tool that will be used from the toolkit is “iotscan”, this scans the network for any IoT devices and
returns their device name and IP address. The second tool which will be used is “iot-tl-plug” which has a
range of functions including sending a “toggle” command to switch the plug on and off, as well as a “getinfo”
command which returns verbose information about the device including firmware version.

Python 3

Python 3 will used to create a small script used to load the RF signal capture files to read the data and
attempt to process them to investigate the raw numbers in detail. The file will look at the number of raw IQ
values in the signal capture, do a unique count on those values, find how many of those values occur more
than once and finally show the top 10 most occurring values from the capture.
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Figure 3.7: hackrf info command confirming HackRF is connected and ready.

3.3 Using the IoT Devices

During the experiments some usage tests will be repeated to check for consistency and patterns. Tests will
be carried out on the home network and at the IoT lab to compare results at different noise levels. Some
tests will also involve the use of the Faraday cage. As explained previously, some tests will also involve
connecting the devices to an open WiFi network in order to remove the transport encryption and observe
any change in the signals.

In some cases GQRX will be used to monitor the device usage in real time to observe how much data
is being transmitted and for long long. This will give me an indication on how long it will take to use the
HackRF and capturing software to capture all the relevant signals. This will also give an indication on how
the data is being sent across the frequency range, including pinpointing the centre frequency and observing
any frequency shifting or frequency hopping.

3.4 Capturing RF Traffic

To get started, the HackRF was connected to the Kali Linux virtual machine and verified by using the
“hackrf info” command as shown in figure 3.7. The next step was to ensure other software such as QGRX
and GNU Radio Companion was working with the HackRF correctly, this was confirmed by loading up the
software and doing some quick test captures.

Both the “hackrf transfer” command-line tool and GNU Radio Companion may be used to capture files.
However, GNU Radio Companion will more likely be used as it supports capturing the raw I/Q data1 and
storing them as a 32-bit complex data type, whereas the hackrf transfer tool will only save in 8bit signed
integer values which means although the file sizes may be smaller and working with the data may be more
efficient, it may cause issues during analysis. Universal Radio Hacker needs the values to be complex,
therefore any raw I/Q values captured in 8-bit signed integer format from the HackRF will need to be
converted. The UI in GNU Radio Companion is also easy to use and supports the ability to show graphs as
the data is being captured in real-time which is useful.

To analyse the results, Universal Radio Hacker will be used to load the files and analyse. Universal Radio
Hacker has a lot of features including viewing the signals in analogue form, demodulated or as a spectogram.
It also has the ability to adjust noise cancellation, modulation type and provides the ability to view the
demodulated data as binary or hex values. This will be useful for attempting to analyse the signals for
repetition or patterns. A simple python script will also be used to read how many complex IQ values are in
the capture, how many unique values there are by counting duplicates and analysing what values occur the
most. This will include the top 10 most occurring values.

1I/Q is an abbreviation for “In-Phase and Quadrature” signals. Representing the sine and cosine waveforms
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Lower Frequency Center Frequency Upper Frequency

2426 2437 2448

Table 3.5: Channel 6 frequency range in MHz

Figure 3.8: GNU Radio flow graph capturing RF on 2437MHz at 20MHz sample Rate

3.4.1 Environment

As an initial starting point, RF captures were taken of both the home environment and the IoT Lab
environment. To determine what frequency had to be captured, the network monitor utility built into
macOS was used to observe what channel the IoT Lab WiFi is using. This was not necessary for the home
network as this was already configured to be on channel 6, the channel frequencies are in table 3.5.

GNU Radio Companion was used to capture the RF signals and store them as 32-bit complex I/Q values.
The signal flow graph for capturing the data is shown in figure 3.8 and figure 3.9. This same flow will be used
to capture traffic from all the devices, the only thing that will change if the output File Sink file name and the
centre frequency when recording Bluetooth. A waterfall and frequency sink is used for visual representation
of the data being captured to ensure it is working as it should. The sample Rate was set to 20MHz which
is the maximum rate supported by the HackRF. This ensures as much data as possible is captured within
the channel 6 frequency range. A sample was also taken inside the Faraday cage to compare results to see
if there was any difference in using the Faraday cage to reduce noise.

3.4.2 Amazon Echo Dot

The experiments involving the Amazon Echo Dot will involve asking Alexa a typical command which does
not involve any third party apps or skills. In testing, two different types of voice commands will be sent, one
involving information retrieval and another one will be an action. There will also be a test using the iOS
Amazon Alexa app to adjust the volume. Some tests are expected to cause more traffic, for example the
information retrieval commands may produce more signals due to the device making additional outbound
requests over the network. The table 3.6 shows the commands which will be given to the Echo during testing
and how long it will take to record the signals the HackRF.

To capture the signals from the Amazon Echo Dot, the device was first connected to the secure WiFi access
point and placed within the Faraday cage along with the antenna of the HackRF. GNU Radio Companion was
used again to capture the signals while the commands in table 3.6 were completed. As explained previously,
the tests will be completed more than once to compare for patterns and consistency. The flow diagram used to
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Figure 3.9: GNU Radio File Sink: Complex data type

Type of Command Command Time to Record Signal

Voice - Information Retrieval “Alexa, what is the weather like in Cardiff?” 15 Seconds

Voice - Action “Alexa, set a timer for 10 seconds” 8 Seconds

Alexa App Command Turn the volume down by 1 mark 5 Seconds

Table 3.6: Amazon Echo Dot Alexa Commands

capture this data is the same as the one seen in figure 3.8 and figure 3.9, except the file name will be different.

Once the captures have been completed on the secure network, the Echo Dot was re-configured to connect
to the open WiFi access point and more captures were taken doing the same tests.

3.4.3 TP-Link HS100 UK WiFi Wall Plug

The experiments involving the TP-Link Smart Plug will involve using the Kasa app to turn the device on
and off. This is a simple device and doesn’t have much functionality, there is also very little delay while
sending the commands over the network, meaning capturing the signals from this device will be much quicker
than the other devices. The usage and the time taken to record the signal is outlined in table 3.7

Command Time to Record Signal

Use app to toggle on then off 5 Seconds

Table 3.7: TP-Link HS100 Smart Plug Commands

Again, the method of capturing the signals was the same as the Amazon Echo Dot, however once the
signals were captured on the secure network there was an issue connecting to the open WiFi network. Due
to limitations with the Kasa app and device, it could not be connected to the open WiFi network. An
older version of the Kasa Smart android app was installed onto the Samsung J3 android phone, this apk
was downloaded from “apkmirror” [30]. The version downloaded was v1.7.7.638 uploaded May 16, 2017 at
11:18PM GMT. This app had the same limitations, therefore it was not possible to conenct the device to
the open WiFI network at all.
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Command Time to Record Signal

Start the blood pressure test (until it fails) 8 Seconds

Complete a blood pressure test 70 Seconds

Table 3.8: Withings Blood Pressure Monitor Commands

3.4.4 Withings Bluetooth Blood Pressure Monitor

The experiments involving the blood pressure monitor will include turning the device on and pairing with
the phone. Once the devices are paired, a notification will appear on the phone requesting access to launch
the Withings Health Mate app. The testing will also include starting a blood pressure test (until it fails due
to not being on a body) and attempt to complete a full blood pressure reading. While the blood pressure
monitor is being used, all other devices operating on the same frequency in the area will be turned off to
minimise background noise. The usage and the time taken to record the signal is outlined in table 3.8.

The method for capturing the signals are again very similar to previously, however the frequency variable
will also be changed to 2.442G (2442Mhz) due to the centre frequency being different. GQRX will also be
used to observe the signals in real time due to the chance of frequency hoping and data spanning across a
larger frequency range (83Mhz) where the HackRF is only capable of capturing 20Mhz.

3.5 Attacks

This experiments will look at some common basic attacks and attempting to progress through the first 4
stages of the cyber killchain. Reconnaissance will involve tasks such as scanning the network and devices
gathering information and determining how to carry out an attack. Weaponisation and delivery will involve
collecting, creating and sending attacks to the devices, while exploitation will take advantage of any potential
vulnerabilities which may result in success. The attacks that will be carried out will not involve installation
or post-compromise action. The idea is to carry out the initial attacks and attempt to gather data on the
lower layers by capturing the RF signals and analysing the data to see if there is any signs of attack. This is
important as the aim of intrusion detection is to detect these initial stages of attack before full compromise
and post-compromise action on objectives. There will also be some common RF specific attacks, which are
commonly done against basic or low power devices device such as vehicle remotes and alarm systems. This
can include Jamming and RF replay attacks. Some attacks will generate more signals than others which
may be easier to detect on the RF layer, for example, flood and brute force attacks.

3.5.1 Amazon Echo Dot

There will be a variety of attacks completed against the Amazon Echo Dot, while the attacks are taking
place, RF signals will be captured for analysis. The time of the capture will depend on the attack. RF Based
attacks such as jamming and the replay attack will not be captured, as the attack itself involves transmitting
a signal using the HackRF and it is not possible to record a signal while transmitting one simultaneously.
Table 3.9 shows each attack with the corresponding time frame for the capture.

Nmap Port Scan

One of the attacks that that will be carried out against the Echo Dot is an nmap port scan. This is a very
popular reconnaissance tactic used to discover all the open, filtered and closed ports on a given device. The
tool can be used to scan a range of ports specified or a list of known popular ports (such as port 22 for
SSH and port 80 for web servers). For this attack, the nmap scan tool will be used to scan the 1000 most
common ports using the command nmap 192.168.3.19 -Pn –top-ports 1000 -v as seen in figure 3.10.
The IP Address specified in the command is the Echo Dot, the -Pn flag is used to ignore host discovery
and treat the device as online. This command is used when the device refuses to respond to a ping. The –
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Attack Time to Record Signal

Nmap Port Scan 10 Seconds

Deauthentication 10 Seconds

Replay Attack N/A

Jamming N/A

Table 3.9: Attacks against the Echo Dot and the time to record RF signals.

top-ports 1000 flag is specified to scan the top 1000 most common ports. This is enough to keep the scan
running while the RF signals are captured. Finally, the -v flag is set for verbose output, this is used to see
more information as the test is running to ensure it is working as expected.

Figure 3.10: Nmap port scan against the Amazon Echo Dot.

Deauthentication Attack

The next attack that will be done against the Echo Dot is a deauthentication attack. According to [31], this
is one of the most common DoS attacks on 802.11 networks. This attack will be done by using the aircrack-ng
suite. The concept is to spoof the MAC address of a WiFi access point and send disassociate packets to
the victim device which is connected to that access point. The device will then assume the packets are
legitimate and disconnect from the access point. Once the victim disconnects, it will attempt to reconnect to
that network SSID. This attack is often done by attackers in an attempt to force devices to disconnect from
a network and reconnect to their own spoofed malicious network posing as the legitimate network. This can
also be done as a DoS attack if the packets are sent on repeat, forcing the device to never reconnect.

To start off, the iwconfig command was used to check the ALFA USB WiFi adaptor connected and get
the device ID as shown in figure 3.11 and continued by using the airmon-ng tool to put the WiFi adaptor
into monitor mode as shown in figure 3.12. The iwconfig command was used again to check the device was
put into monitor mode and confirm the new device ID, as this can change after the device is put into monitor
mode as shown in figure 3.13.

Figure 3.11: Confirming the adaptor wlan0 is connected

Figure 3.12: Set the wlan0 adaptor to monitor mode

The next step was to use the airodump-ng tool command to monitor the area for network devices, find the
IoT test access point along with it’s MAC Address and use the airodump again against the access point to
find devices communicating with it, which should include the Echo Dot device along with it’s MAC address
too. These commands are seen in figures 3.14 and 3.15. The MAC Addresses can also be confirmed using the
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Figure 3.13: Confirming the adaptor is in monitor mode with new device ID (wlan0mon)

website Macvendor [32], which is used to find the vendor in which the MAC address is associated with, in
this case the website can be used to confirm the MAC Address connecting to the access point is an Amazon
device. This can be seen in figure 3.16

Figure 3.14: airodump-ng: Monitor network access points

Figure 3.15: airodump-ng: Find the Echo Dot communicating with the AP

Figure 3.16: Confirming the MAC address found by airodump.

Once the devices and MAC Addresses have been found, the final step was to start the deauthentication
attack using the aireplay-ng tool to send disassociate packets, this forces the client device (in this case the
Echo Dot) to stop using the access point it is connected to. Once the packets start sending, GNU Radio
Companion is used to capture the signals during the attack until the device is disconnected. The command
used was aireplay-ng –deauth 0 -c 4C:EF:C0:03:79:58 -a 30:5A:3A:5D:1C:88 wlan0mon. The
–deauth flag means deauthentication, 0 means send packets continuously, this is done because the device
will attempt to reconnect once the attack has stopped. The -a and -c flags are used to specify the access
point and client device respectively. Finally, wlan0mon is the WiFi interface to use to send the packets.
This is shown in figure 3.17.
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Figure 3.17: aireplay-ng: Sending disassociate packets while GNU Radio records RF signals.

Replay Attack

The next attack to carry out is a replay attack. The concept is to capture the RF signals while using the
device as done previously, and re-transmit those signals in an attempt to replay a command to the device.
In this case, GNU radio will be used to capture the signals and attempt to replay them to the device. The
replay attack will be done with all 3 commands listed in table 3.6. The signals captured from using the
Echo Dot previously will be used in a new flow created in GNU Radio Companion, the flow is essentially
the reverse of the capture flow. This is shown in figure 3.18. Again, the waterfall and frequency sinks are
used for visual representation of the data being sent to ensure it is working as it should. As a final test,
a replay attack will be done using the deauthentication signal capture, this will be done to test whether a
deauthentication attack can be achieved without using the aircrack-ng suite.

Figure 3.18: GNU Radio: Signal flow graph for replay attack

Jamming

This final attack is very simple, GNU Radio Companion will be used to transmit a large amount of random
noise across the entire 20MHz frequency range in an attempt to cause disturbance such as the device failing
to retrieve data or disconnecting from the network. While conducting this attack against the Echo Dot, it
will play music from a radio station while the jamming noise signal is transmitted. Any lag in the radio
playback will indicate potential disturbance in the device’s connection. The GNU Radio Companion flow
diagram is shown in figure
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Figure 3.19: GNU Radio: Signal flow graph for jamming using Gaussian noise.

3.5.2 TP-Link HS100 UK WiFi Wall Plug

As with the Amazon Echo Dot, there will be similar attacks carried out against the TP-Link smart plug.
Again, while the attacks are taking place, RF signals will be captured for analysis. Table 3.10 shows each
attack with the corresponding time frame for the capture.

Attack Time to Record Signal

Nmap Port Scan 10 Seconds

Deauthentication 10 Seconds

Replay Attack N/A

Jamming N/A

Toggle Command 5 Seconds.

Table 3.10: Attacks against the TP-Link Plug and the time to record RF signals.

Nmap Port Scan

The same Nmap port scan reconnaissance tool which was used against the Amazon Echo Dot will also be
used against the TP-Link plug, the command will be the same except for the device IP address.

Deauthentication, Replay and Jamming Attacks

Both the deauthentication attack and the replay attacks which were done to the Amazon Echo Dot will also
be done to the TP-Link plug, the only difference is that the commands being sent to the plug are different.
It is also important to consider the commands being send from the phone to trigger the on and off functions
are being sent over the network local only, not over the internet. The attacks will also be carried out while
connected to the secure access point, due to limitations and being unable to connect to the non-secure
access point. This means that during the deauthentication attack, the access point MAC Address will be
32:5A:3A:5D:1C:88 instead of 30:5A:3A:5D:1C:88. The jamming attack is also the same, to test for
success the plug will be turned on and off via the Kasa app.

SI6 Networks IoT Toolkit

The SI6 Networks IoT Toolkit can be used to carry out some reconnaissance and basic attacks against the
plug while on the same network. The first task will be to use the iot-scan tool to scan for the device on the
network, this was done by using the command sudo iot-scan -i wlan0 -Lcas shown in figure 3.20. The
-i flag was used to specify the wireless interface, in this case it was wlan0. The -L flag is used to specify
“local network”, meaning the tool will scan the local subnet.
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Figure 3.20: IoT Toolkit: iot-scan tool scanning for TP-Link devices.

The next task was to use the iot-tl-plug tool to get information from the device. This was done by using
the command sudo ./iot-tp-plug -L -i wlan0 -c get-info -v as shown in figure 3.21. As mentioned
previously, the -L flag is used to specify the local network subnet and -i is used to specify the interface,
which in this case is wlan0. The -c flag is used to specify a command which precedes it, in this case it is
the get-info command, and finally the -v flag forced a verbose output.

Figure 3.21: IoT Toolkit: iot-tl-plug tool get-info command.

The final attack will involve delivering a toggle command to the device using the same iot-tp-plug tool
as the previous attack. This is a payload which has already been constructed and is designed to toggle
the device on and off repeatedly until the attacker stops the command from running in the terminal. This
was done by using the command iot-tl-plug –toggle 192.168.3.18 as shown in figure 3.22, where the IP
address in the command is the IP address of the TP-Link smart plug.

Figure 3.22: IoT Toolkit: iot-tl-plug tool toggle command.

3.5.3 Withings Bluetooth Blood Pressure Monitor

Due to this device operating on Bluetooth instead of WiFi there will be some differences. Firstly, the nmap
scan will not be done against this device. Secondly, the deauthentication attack will actually be a DoS attack
conducted with a different tool, although the objective is the same. There will also still be RF based attacks
including replay attacks and jamming. The issue regarding these attacks is that the capture sample rate is
only 20MHz, whereas the Bluetooth frequency range for the Blood Pressure Monitor is potentially 83MHz.
This means a lot of data may be missed and it is less likely for some attacks to work. Table 3.11 shows each
attack with the corresponding time frame for the capture.

Attack Time to Record Signal

DoS (BlueSmack) 10 Seconds

Replay Attack N/A

Jamming N/A

Table 3.11: Attacks against the Withings Blood Pressure Monitor and the time to record RF signals.

BlueSmack/DoS Attack

Firstly, instead of a deauthentication attack, a similar goal can be achieved by conducting a common
Bluetooth DoS (Denial of Service) attack known as the “BlueSmack” attack. As explained by [33], the
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BlueSmack attack is where an attacker will use the L2Ping tool to send unusually large echo request packets
to the victim Bluetooth device. Due to some devices being unable to handle packets over a certain size,
the device may freeze and disconnect from the paired device. The end result is denial of service, as the
Bluetooth device will no longer be connected or operational, this is different from the deauthentication
attack as this attack is exploiting performance limitations within the Bluetooth protocol stack, whereas the
deauthentication attack was telling devices to disconnect from the access point. This attack is also referred to
as the “Ping of Death”, as it works in the same way, where an oversized ping request would cause operating
systems or devices to crash.

Due to unforeseen issues with the Kali Linux virtual machine, the Parrot Linux OS virtual machine was
used for this attack instead. To start this attack, it was necessary to carry out some basic reconnaissance by
using the Bluetoothctl utility to begin discovering devices. This was done by using the command-line tool
Bluetoothctl followed by scan on as shown in figure 3.23. The scan will show the devices along with their
MAC Address. To carry out the attack, the MAC address for the blood pressure monitor is needed so that
the target address can be specified in the l2ping command. Figure 3.23 shows the device “AnonP”, which
is the iPhone in which the blood pressure monitor is paired to, followed by the “Withings BPM 32” which
is the blood pressure monitor. Once the MAC addresses were discovered, the command l2ping -i hci0 -s
600 -f 00:24:E4:2A:88:32 was used to send the large L2CAP echo requests to the blood pressure monitor
as shown in figure 3.24. Here, the -i flag is used to specify the Bluetooth adaptor ID which in this case, is
hci0. The -s flag specifies the size of the packets to send, which in this case is 600 bytes, according to [33]
this should be large enough for a successful DoS attack. Next, the -f flag is used to specify “flood”, meaning
the delay between transmission is set to 0. This is then followed by the target device MAC address.

Figure 3.23: Bluetoothctl scan showing devices and corresponding MAC Address.

Replay Attack

The replay attack will follow a similar method to the previous devices, where the actions mentioned in table
3.8 will be carried out and recorded with the HackRF via GNU Radio Companion using the flow graph
in figure 3.8 and replayed using the flow graph seen in figure 3.18 (with the exception of the frequency
being changed to 2442MHz in both flow graphs). The full blood pressure test capture will be replayed in
an attempt to replay the same blood pressure data back to the phone, meaning repeated data should be
recorded by the Withings Health Mate app. Starting the blood pressure test is a quick command and is
more likely to be successful as it requires less data to be sent.
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Figure 3.24: L2ping sending 600 byte packets to Withings BPM

Jamming Attack

The jamming attack will also be attempted using the same method as the previous devices as shown in figure
3.19, however this will be done on the centre frequency of 2442MHz. As mentioned previously, the fact that
the frequency range is potentially across 83MHz, jamming 20MHz of bandwidth will likely be ineffective,
the device will likely continue operating as normal outside of those frequencies. This is in fact part of the
design, where Bluetooth devices will frequency hop to avoid interference.
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Results

4.1 Environment

There were RF captures done in the home network environment and the lab network environment. These
captures were recorded for 5 seconds. The results from viewing the captures in Universal Radio Hacker
shows that there is evidently a lot more noise in the lab environment compared to the home environment
as expected. There does appear to be more Bluetooth frequency (2442MHz) noise in the home environment
compared to channel 6 WiFi (2437MHz). These results are shown in figure 4.1. Universal radio hacker failed
to auto-detect the parameters as shown on the left in figure 4.1 due to the insignificance of the data, it did
however classify it as mostly noise. The results of testing the Faraday cage within Universal Radio Hacker
was difficult to determine due to the y axis not scaling well, however the python script “checkCaptures.py”
shows that there were less recorded values using the Faraday cage and majority of those values occurred
more than once, meaning the weak signals were blocked out, compared to the normal noise capture where
almost half of the values in the whole file only occurred once. This is shown in the comparison of figures
4.2a to 4.2c. These results show that in business environments there is a good chance of high noise which
could cause difficulty detecting small attacks simply due to the amount of data being transmitted.

4.2 Amazon Echo Dot

4.2.1 Usage

During general usage there were some interesting observations in the captured RF signals. As expected,
the tests which were done while connected to the secured network were very different and did not show any
interesting results or patterns, this was the case for both versions of the Echo Dot. However during the tests
on the non-secured network, some patterns and repetitive data was found in some of the same captures.
For example, the test where Alexa was asked the voice command “What is the weather like in Cardiff?”,
there was a long string of values which had been repeated once in the same capture after demodulation. It
is typical to see short values being repeated, however in this case it was 703 bits which seemed unusual and
definitely stands out. This could be benign data, or could be part of unencrypted communication such as
analytics. This is shown in figure 4.3 represented in hexadecimal format. If this is a value commonly repeated
and associated with the Echo Dot, this could be used to identify the Echo Dot device in an RF capture,
which may be useful to attackers for carrying out RF based reconnaissance or as a way of fingerprinting the
device signals.

4.2.2 Nmap Port Scan

The results from the nmap scan against the Amazon Echo Dot showed that there we no open ports which
were part of the top 1000 most common port numbers. The results are shown in figure 4.4. The recorded
RF signals also show signs of scan activity due to the high volume of repetitive looking signals. After
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Figure 4.1: RF Signals from home and lab environment

(a) homeNoise2437.dat (b) homeNoise2437(Faraday).dat (c) labNoise2437.dat

Figure 4.2: Script comparing environment captures.
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Figure 4.3: Large string of values being repeated by Echo Dot on Open WiFi

Figure 4.4: Result of nmap port scan against Amazon Echo Dot

demodulation there appears to be some values being repetitive, especially the value “80”. These results are
shown in figure 4.5.

4.2.3 Deauthentication

The deauthentication attack against the Echo Dot was successful. The device remained disconnected from
the network while the attack continued, it then re-connected back to the network shortly after the attack
was stopped. The figure 4.6 shows the device with the red ring after being asked a command, indicating it
was not connected to the network. As with the nmap scan, the RF captures for the deauthentication attack
also clearly indicate the attack took place. As shown in figure 4.7, repetitive high volume bursts can be seen
in consistent intervals, the demodulated data also indicates some repetition, where the values often begin
with “ff” followed by relatively consistent pauses.

4.2.4 Replay attack

The replay attack against the Echo Dot was unsuccessful after attempting to replay every command detailed
in the methodology while connected to the secure and non-secure network, this includes attempting the
attack after using the “Alexa” wake word and ensuring the phone sending the volume adjustment commands
was also connected to the non-secure network. However, when replaying the signals captured from the
deauthentication attack seen in figure 4.7, the device did in fact disconnect from the network, indicating
that replaying the RF signals for the disassociation packets was successful. This could be due to the fact that

CHAPTER 4. RESULTS 31



Investigating Radio Frequency Vulnerabilities in IoT

(a) RF Signals show nmap activity (b) Data shows repetition

Figure 4.5: Nmap port scan: Echo Dot

Figure 4.6: Echo Dot successful dauthentication

Figure 4.7: RF Signals show evidence of deauthentication attack (Echo Dot)
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(a) File sink output of jamming RF signal
(b) GNU Radio waterfall sink of jamming
signal

Figure 4.8: RF Signals produced by the Gaussian noise jamming attack.

the deauthentication attack works on a lower layer compared to general usage of the device at the application
layer. Replaying the deauthentication attack will only work against the target device which was originally
targeted in the captured deauthentication attack, this is due to the attack targeting a specific MAC address.
A deauthentication attack can be done against all clients on a network, however this is often not as effective
as targeting a specific device address.

4.2.5 Jamming

The jamming attack against the Echo Dot was also unsuccessful. It appears the noise source does not create
enough interference to interrupt a signal. The attack may require adjustment including the gain settings for
the HackRF, however due to time and hardware constraints the attack was not continued. For demonstration
purposes, a waterfall sink was added to the GNU Radio Companion flow graph along with a file sink that
the file can be analysed in Universal Radio Hacker. The figure 4.8 shows the output RF signals generated
by the jamming attack. Figure 4.8a shows the random data being sent without pause.

4.3 TP-Link HS100 UK WiFi Wall Plug

4.3.1 Usage

General usage of the plug involved turning it on and off using the Kasa app. The plug had to be connected to
the secure network due to limitations with the device and applications as explained in the methodology. The
limitations involved the device or app not allowing users to configure it to connect to an open network, when
attempting to do so, a message will appear detailing why it is not allowed. This was an interesting result
and was not expected. An older version of the app was downloaded for android as explained previously but
this still did not work, the application would force the user to chose which security protocol the access point
uses and there was no option to chose an open network. A final attempt was made by connecting the device
to a secured network and removing the security afterwards, however the device disconnected and refused
to re-connect. These app screen shots can be seen in figure 4.9. 3 captures were taken using the device as
normal by turning it on and off. The captures, as explained previously, were around 5 seconds long. They
did appear to have some visual similarities but demodulated it seems different enough to prove the data is
encrypted. The results from these are shown in Universal Radio Hacker in figure 4.10.

4.3.2 Nmap Port Scan

The results from the nmap port scan against the tp-link smart plug indicates port 9999 is open, which
already explained in the SI6 Networks presentation [29] regarding attacks against this device. This port is
used by the Kasa app to discover, connect and control the device on the network. The results from the nmap
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(a) iOS Kasa app open network
warning

(b) Android old Kasa Smart app -
no open network

Figure 4.9: TP-Link Kasa app does not allow open WiFi networks

port scan can be seen in figure 4.11. The captured RF signals are very similar to the ones seen captured
while scanning the Echo Dot, even though this device was connected to the secure network, the volume and
consistency of the signals and pauses were very similar.

4.3.3 Deauthentication

The deauthentication attack against the plug was also successful, the same result as the Echo Dot. The plug
disconnected from the network and remained disconnected until the attack was stopped. This was evident by
the flashing LED on the WiFi logo on the device indicating it is attempting to establish a connection. This
can be seen in figure 4.13. The captured RF signals were also very similar and consistent as with the results
from attacking the Echo Dot. Although this was done on a secure network instead of the open network,
the data looks very similar and the demodulated data also showed the same values beginning with“f” being
repeated with consistent pauses as shown in figure 4.12.

4.3.4 Replay attack

The play attacks against the smart plug were unsuccessful as with the Echo Dot, this included repeating
the captures 3 times which recorded signals from the Kasa app turning the device on and off and then
replaying the toggle command signals recorded from the IoT toolkit during the toggle attack. As with the
Echo Dot, replaying the signals from the deauthentication attack also worked against the smart plug, the
plug disconnected and remained disconnected while the RF signals were being repeated.

4.3.5 Jamming

The outcome from the jamming attack was the same as when tested against the Echo Dot, broadcasting the
Gaussian noise did not disrupt or delay the ability to turn the device on and off via the Kasa app.
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Figure 4.10: 3 captures taken turning the device on then off again.

Figure 4.11: Result of nmap port scan against TP-Link HS100 Plug

Figure 4.12: RF Signals show evidence of deauthentication attack (TP-Link HS100)

CHAPTER 4. RESULTS 35



Investigating Radio Frequency Vulnerabilities in IoT

Figure 4.13: Deauthentication attack successful (TP-Link HS100)

4.3.6 SI6 Network’s IoT Toolkit

The results from using the IoT toolkit against the smart plug showed that the get-info command was able
to return a large JSON response containing technical information including device type, model, IP address,
MAC address, hardware version, lat/long coordinates and much more. This is shown in figure 4.14. The
toggle attack was also successful, there was no verbose output from this result to indicate success, the only
indication was the plug turning on and off repeatedly. The RF signals captured from the attack does show
some repetitive signals as shown in figure 4.15.

Figure 4.14: SI6 IoT Toolkit get-info command results show JSON data

Figure 4.15: RF Signals from toggle attack

4.4 Withings Bluetooth Blood Pressure Monitor

4.4.1 Usage

The usage results from the blood pressure monitor were not very conclusive, as mentioned previously there
was a risk that only part of the data would be captured by the HackRF due to the maximum support sample
rate of 20MHz. The waterfall output from GQRX used to monitor the signals each time the device turned
on showed signals hopping across bandwidth instead of remaining on or close to the 2442 centre frequency.
This indicates there is a chance that signals are being send outside the 20MHz bandwidth monitored by the
HackRF due to the blood pressure monitor operating over an 83MHz range. The output from GQRX can
be seen in figure 4.16. The signals recorded from starting the blood pressure test were difficult to analyse
as the signals appear to be very fragmented and inconsistent, meaning visually there appears to be some
patterns although this could be a combination of partial data being captured and noise. The demodulated
data appears to only show similar values such as “fffffffc” being repeated with inconsistent pauses, this
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could be due to the data not being demodulated properly or being incomplete. The modulation type for the
Bluetooth communication is different to the WiFi devices which were tested, the blood pressure monitor uses
FSK modulation whereas the Echo Dot and TP-Link plug uses a variant of PSK which is also multiplexed.
Universal Radio Hacker did auto-detect the signals as being FSK modulation. The RF Signals captured are
shown in figure 4.17.

Figure 4.16: GQRX Waterfall showing frequency shifting/hopping

Figure 4.17: RF Signals from starting a blood pressure test

4.4.2 BlueSmack/DoS Attack

The BlueSmack DoS attack against the blood pressure monitor was successful, this was tested while connected
to the device and a second time while completing a full blood pressure test. Once the L2Ping requests started
sending, the device immediately stopped inflating and disconnected from the phone. The Withings Health
Mate app gave instructions to turn the device on even though it was still on. While trying to reconnect to
the device using the iPhone settings, it could not reconnect (as shown in figure 4.18a). The Bluetoothctl
utility also showed the device being removed after it was discovered as shown in figure 4.18b.

The RF Signals which were captured during this attack are shown in figure 4.19. These signals show evidence
of high traffic volume in one particular area, however this does not continue throughout the capture. This
could be for a number of reasons; firstly it could be due to the target requests being sent outside of the

CHAPTER 4. RESULTS 37



Investigating Radio Frequency Vulnerabilities in IoT

(a) iOS could not reconnect after
BlueSmack

(b) Bluetoothctl shows device was disconnected

Figure 4.18: Withings BP Monitor disconnects after BlueSmack/DoS

20MHz sample rate and only a portion of the attack was captured, secondly it could be due to the packets
not being sent as the device disconnected in time, however the L2ping tool showed the packets as being sent
without stopping. Lastly, it could be that the high volume of RF signals captured at that time actually has
nothing to do with the attack and can be considered as benign.

Figure 4.19: RF Signals from BlueSmack/DoS attack

4.4.3 Replay Attack

As with the previous devices, each replay attack involving replaying a command or data was unsuccessful
as the device did not respond do starting the blood pressure test and replaying blood pressure test results
being sent to the phone did not change the results the second time. Replaying the RF signals captured from
the BlueSmack DoS attack was also unsuccessful. This could be due to only a small portion of the attack
being captured shown in figure 4.19.

4.4.4 Jamming Attack

The Jamming attack using the Gasusian noise transmitted on the 2442MHz centre frequency was also
unsuccessful, the noise needs to be transmitted across a larger range in order to disrupt the Bluetooth
signals for the blood pressure monitor. Due to the results mentioned previously regarding frequency hopping
and operating on a wide range, 20MHz of noise is not enough for this attack as the device remained fully
operational including taking a full blood pressure test while carrying out the attack.
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Future Work

To improve on this project it would be ideal to test more devices against a larger range of attacks. For
example, TP-Link have a range of devices which use the same Kasa app to communicate including cameras
and light bulbs which would be interesting to investigate. Usually a smart home has more than one smart
device, and they are often linked together to create a smart ecosystem, therefore linking the devices together
to carry out other usage scenarios would be more realistic and provide more useful data. Some of the smart
devices can also be controlled by the Amazon Echo Dot by using third party Alexa skills [34] and telling
Alexa to control the device (such as turn on a light), it would be interesting to investigate the communication
between these two devices over the local network. Additionally it would be useful to try and obtain IoT smart
devices which communicate on other protocols other can WiFi and Bluetooth. Some devices may still use
lower frequency protocols to communicate over shorter distances, for example a remote control operating on
a 433MHz frequency, in these scenarios there is less security and less data to capture meaning replay attacks
can be much easier to carry out. There are also other wireless protocols such as Zigbee, according to [35],
Zigbee uses much shorter frequency bandwidth for their channels meaning capturing the data will require a
smaller sample rate than 20MHz which also means smaller file sizes for recording data and attempting RF
based attacks.

Further improvement would also include further investigation into fingerprinting the devices based on
the data recorded, this could include looking at existing fingerprinting algorithms, including those used
in multimedia comparison such as Shazam’s fingerprinting algorithm. Another option would be possibly
converting the RF I/Q Values to unique pixels to create an image, where image comparison and fingerprinting
techniques could be used to identify possible attacks. Repeating frequency values such as those seen in the
attacks could result in an image with a high number of pixels of a specific colour.

Further attacks could also be carried out, including device specific exploits, password brute force attacks
either over SSH or a web server running a device. None of the devices tested in this project had a web server
with an accessible login page, therefore it would be good to try attacks against these as the web servers are
the most likely thing to get attacked if found by someone on the network.

39



Chapter 6

Conclusion

One of the aims of this thesis was to investigate the radio frequency signals produced by IoT devices during
usage and analyse those signals for signs of patterns before progressing onto carrying out several attacks
against each device. The devices were used in two different environments; the Cardiff University COMSC
IoT Lab and a home network which has been configured for these experiments, this includes a secured and
non-secured access point. The non-secured access point ensured the communication is not encrypted at layer
2 for additional analysis. A custom made Faraday cage was also used to reduce background noise in the
signals, this Faraday cage was successful and was evident when analysing and comparing the background
noise captured from each environment. The IoT devices which were used include two Amazon Echo Dots
(2nd Generation) running different firmware versions, a TP-Link HS100 WiFi Smart Plug and a Withings
Bluetooth Blood Pressure Monitor. The purpose of the attacks against these devices was to not only
investigate whether the devices are vulnerable to certain attacks but to also record the RF signals for analysis
and understand how the devices react to the attacks. Only some attacks were successful, it appeared that
the replay attacks involving replaying normal usage did not work regardless of the device and what network
they were connected to, however the deauthentication and DoS attacks were successful, and replay attacks
involving replaying the deauthentication and DoS attacks were also successful. This means that IoT devices
generally do not cope well with lower level attacks. The attacks against the TP-Link device using the IoT
Toolkit was successful as expected, as there was already documentation outlining the success of the attacks
from this toolkit.

Overall, after analysing the RF signal captures it appears they show obvious signs of attack due to the
volume and pattern of signals observed. Although the nmap scan and the deauthentication attack generate
high volumes of traffic, the RF signals appeared to be very different but still show signs of attack. This
indicates that it may be possible to detect these attacks on the RF layer. This could lead to development of
an RF based intrusion detection system that could detect attacks and anomalies within typical RF signals.
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Chapter 7

Reflection

From the start I was enthusiastic about this project as I was hoping to do something IoT based. I have never
done anything regarding radio frequencies or used a HackRF one before, although I heard about the research
and attacks being done in that field. I was looking forward to taking something on that was relatively new for
me which also involved carrying out attacks which I was already familiar with but never had the opportunity
to explore how they impact IoT devices. After speaking with my supervisor about the initial proposal and
discussing the options of approach to the project I was keen to get started. I never used any of the smart
devices before personally, which is why it was useful to have the devices straight away so that I had time to
set them up, learn how they work and understand what kind of actions I could capture as RF signals and
what attacks could be carried out. Being in the security field and working as a security analyst part time
meant that I had some existing technical skills and knowledge of what tools I could use and where to look for
help when needed. I also already had the Kali Linux and Parrot OS virtual machines setup with snapshots,
therefore there was less work involved getting setup, I also already had existing network knowledge and the
hardware necessary to make an isolated network at home with an open and secured access point. Initially
it skipped my mind that traffic on a secure network is encrypted which would mean the results in the RF
signals would potentially different, so the open network was setup a little while after the I started the project.

Due to my limitations in knowledge regarding radio frequency analysis I had to learn more about how
the HackRF works, how radio signals work in general, how data is modulated and sent over WiFi and how it
can affect the results. Most information online and tutorials appeared to cover lower frequency devices but
nothing over 1GHZ, this meant that it was difficult for me to analyse the data initially as the signals are far
more dense and carry more data. Some attacks involving lower frequency hardware involved demodulating
the data by eye bit-for-bit, which appeared to be impossible with the 2.4Ghz signals. Due to time constraints
and lack of knowledge in the area I didn’t fully understand how the OFDM (orthogonal frequency-division
multiplexing) [36] modulation worked, however the FCC reports for the devices mentioned a variant of PSK
being used for modulation, therefore I chose to use PSK demodulation during the analysis of the RF signals.
Initially I began capturing signals using a sample rate set to 2 Million, however later I discovered this meant
I was only capturing 2MHz bandwidth of signals, meaning most of the signals were not being captured, once
I discovered this I re-done all of the captures using a 20M sample rate which was the maximum the HackRF
would support. This issue then lead me to discover the complications with the Bluetooth devices operating
across a 83MHz frequency range and how that would affect my captures, attacks and results.

My initial plan was to try and develop a way to fingerprint devices or identify attacks using similar
methods to Shazam, however after researching the topic and attempting to understand how their algorithm
works at a level where it could be adapted to suit my project I decided it was not something I was interested
in pursuing in this project due to skill and time limitations. I used my initiative to leave it behind and
focus on carrying out attacks and gathering data before attempting to come back to the fingerprinting idea
afterwards if I had time. There was also the option of attempting machine learning with my python script
to use the raw I/Q values to detect attacks and classify the data, however due to me not having a lot of
knowledge and skills in implementing machine learning applications I decided this would also be put aside
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until there is time at the end.
Regarding my overall performance throughout the project, I regret not testing more devices in the IoT

lab and gathering more data, including devices such as a TP-Link Camera which would have been a good
comparison against the smart plug, however due to the setup at the lab and technical issues trying to setup
the device for myself to use while testing, I decided to focus on the devices I had at the time instead. While
doing the investigations and recording the signals I made sure to organise the captures in sub folders for
each device, name the files according to what action they correspond with, and take notes for how long the
capture took in seconds. Being organised and having the notes for each capture along with screen shots
of the attacks being carried out made it easier later on when writing the report. I learnt a lot during
this project, my technical skills in a variety of areas have improved including radio signal frequencies and
processing, attack techniques, reading I/Q data in python and some technical knowledge in the multimedia
field regarding image and audio fingerprinting. I enjoyed the project as a whole and I was intrigued by some
of the results, it was interesting carrying out attacks in a more realistic scenario and understanding how
these smart devices were effected.
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